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 [https://hickleable.readthedocs.io/en/latest/?badge=latest]A simple decorator to make your classes hickle-able.


What is this?

hickleable provides a simple decorator for your classes that will almost always
make them serilalize well using the excellent
hickle [https://github.com/telegraphic/hickle] package. By default, custom classes are
not supported by hickle – instead, they are written to the HDF5 file as a binary
dataset that is serialized using the standard Python pickle. This obviously negates
much of the benefit of hickle, for example, the fact that pickle-serialized data is
only readable using Python.

hickle provides a way to serialize your custom classes using the HDF5 format, via
defining a few hooks for loading/dumping. However, it can be a little tricky to
implement these hooks, as they are quite general.

hickleable provides a “default implementation” of these hooks that should satisfy
the requirements of most custom classes, and can be applied as a simple decorator.
This makes it a one-liner to transform your class into a well-supported data format.

Check out the docs at ReadTheDocs [https://hickleable.readthedocs.io/en/latest/].








            

          

      

      

    

  

    
      
          
            
  
Installation

Simply pip install hickleable. Conda-installable dependencies include h5py.




            

          

      

      

    

  

    
      
          
            
  
Usage

Simply:

from hickleable import hickleable

@hickleable()
class MyClass:
   def __init__(self, a=1, b='foo', c={'a': 'dict'}):
       self.a = a
       self.b = b
       self.c = c





Now, MyClass can be hickled without any pickling:

import hickle

my_obj = MyClass()
hickle.dump(my_obj, 'temporary_file.h5')  # Note: no warnings about having to pickle
new_obj = hickle.load('temporary_file.h5')





One super cool thing is that @cached_property attributes are respected, and
dataclasses are also supported:

from dataclass import dataclass
from functools import cached_property

@hickleable()
@dataclass
class CachedClass:
    foo: str
    bar: int

    @cached_property
    def foobar(self) -> str:
        print("Obtaining foobar...")
        return foo*bar

c = CachedClass('baz', 50000)

foobar = c.foobar  # prints "Obtaining foobar..."
foobar = c.foobar  # prints nothing, since it's returning cached value.

hickle.dump(c, 'foobar.h5')
d = hickle.load('foobar.h5')

d_foobar = d.foobar  # prints nothing! The value is cached in the hickle file.





One thing to note is that the cached properties are only saved in the hickle file if
they have already been evaluated. To force hickle to write out all cached
properties, use the evaluate_cached_properties=True parameter in the call to
hickleable().


Customizing Dumping/Loading

While hickleable will automatically render most classes hickle-able, there are bound
to be corner cases in which constituent attributes are not themselves hickleable, or
other concerns that you will want to customize. While all of this is of course
totally customizable by using the dumping/loading hooks from hickle, the
hickleable decorator also respects the magic methods __gethstate__ and
__sethstate__, which act exactly like __getstate__ and __setstate__ do for
pickling. In fact, if the latter exist and the former don’t, the latter will be used to
serialize the object in hickle. For instance, let’s say you have a class that keeps
track of the number of times it is called in its lifecycle:

@hickleable()
class Counter:
    def __init__(self, a):
        self.a = a
        self._counts = 0

    def __call__(self, b):
        self._counts += 1
        self.a *= b





If we make an instance and call it a few times, the _counts attribute is larger than
zero. If we save the object to a hickle file and load it back up somewhere else, it will
start with _counts > 0. We can avoid this as follows:

def ignore_counts(self, state: dict):
    state['_counts'] = 0
    self.__dict__.update(state)

Counter.__setstate__ = ignore_counts





We could also have removed _counts entirely from the hickle file:

def remove_counts(self) -> dict:
    return {k: v for k, v in self.__dict__.items() if k != '_counts'}

Counter.__gethstate__ = remove_counts





Note that since we set ignore_counts to be the __setstate__ method, it will be
respected both for hickle and pickle. We set remove_counts as the
__gethstate__ method, which means it will only be respected for hickle.





            

          

      

      

    

  

    
      
          
            
  
License

MIT License

Copyright (c) 2022 Steven Murray

Permission is hereby granted, free of charge, to any person obtaining a copy
of this software and associated documentation files (the “Software”), to deal
in the Software without restriction, including without limitation the rights
to use, copy, modify, merge, publish, distribute, sublicense, and/or sell
copies of the Software, and to permit persons to whom the Software is
furnished to do so, subject to the following conditions:

The above copyright notice and this permission notice shall be included in all
copies or substantial portions of the Software.

THE SOFTWARE IS PROVIDED “AS IS”, WITHOUT WARRANTY OF ANY KIND, EXPRESS OR
IMPLIED, INCLUDING BUT NOT LIMITED TO THE WARRANTIES OF MERCHANTABILITY,
FITNESS FOR A PARTICULAR PURPOSE AND NONINFRINGEMENT. IN NO EVENT SHALL THE
AUTHORS OR COPYRIGHT HOLDERS BE LIABLE FOR ANY CLAIM, DAMAGES OR OTHER
LIABILITY, WHETHER IN AN ACTION OF CONTRACT, TORT OR OTHERWISE, ARISING FROM,
OUT OF OR IN CONNECTION WITH THE SOFTWARE OR THE USE OR OTHER DEALINGS IN THE
SOFTWARE.




            

          

      

      

    

  

    
      
          
            
  
Tutorials

After reading the basic usage, a good place to get a feel for how
hickleable works is by following some tutorials.

If you’ve covered the tutorials and still have questions about “how to do stuff” in
hickleable, consult the FAQs:



	Miscellaneous FAQs
	Can I eat soup for breakfast?












            

          

      

      

    

  

    
      
          
            
  
Miscellaneous FAQs


Can I eat soup for breakfast?

You should not.





            

          

      

      

    

  

    
      
          
            
  
API Reference
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